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1. Постановка задачи. Вариант 11  
   Для поверхности, созданной в л.р. №5, обеспечить выполнение следующего шейдерного эффекта: Анимация. Изменение интенсивности источника рассеянного света по синусоидальному закону.
2. Описание программы.
3. Руководство по использованию программы
4. Результаты выполнения тестов
5. Листинг программы

Program.cs - точка запуска

// Квапель, М8О-303Б-19

// ЛР6: Для поверхности, созданной в л.р. №5, обеспечить выполнение следующего шейдерного эффекта:

// Вариант-11: Анимация. Изменение интенсивности источника рассеянного света по синусоидальному закону.

namespace kvapel\_lab6

{

class MainClass

{

public static void Main(string[] args)

{

Plot plot = new Plot(600, 600);

plot.Start();

}

}

}

Plot.cs - класс окна вывода данных  
using System;

using OpenTK;

using OpenTK.Graphics;

using OpenTK.Graphics.OpenGL;

using OpenTK.Input;

namespace kvapel\_lab6

{

public class Plot

{

protected GameWindow window;

private HalfSphere halfsphere;

private float scaling = 10.0f;

private float xAngle = 0.0f;

private float yAngle = 0.0f;

private float lightPositionX = 20.0f;

private bool tPhase = true;

private float t = 0.0f;

public Plot(int width, int height)

{

window = new GameWindow(width, height, GraphicsMode.Default, "ЛР6 Квапель | Вариант-11");

window.Load += Window\_Load;

window.Resize += Window\_Resize;

window.RenderFrame += Window\_RenderFrame;

window.UpdateFrame += Window\_UpdateFrame;

window.KeyDown += Window\_KeyDown;

}

public void Start()

{

halfsphere = new HalfSphere(2, 20, 1.0f, 0.4f, 0.3f);

window.Run(1.0 / 60.0);

}

private void Window\_Load(object sender, EventArgs e)

{

GL.ClearColor(1.0f, 1.0f, 1.0f, 1.0f);

GL.Enable(EnableCap.DepthTest);

GL.Enable(EnableCap.Lighting);

GL.Enable(EnableCap.Light0);

}

private void Window\_Resize(object sender, EventArgs e)

{

GL.Viewport(0, 0, window.Width, window.Height);

GL.MatrixMode(MatrixMode.Projection);

GL.LoadIdentity();

Matrix4 matrix = Matrix4.CreatePerspectiveFieldOfView((float)Math.PI / 4, window.Width / window.Height, 1.0f, 100.0f);

GL.LoadMatrix(ref matrix);

GL.MatrixMode(MatrixMode.Modelview);

}

private void Window\_KeyDown(object sender, KeyboardKeyEventArgs e)

{

if (e.Key == Key.L)

{

if (GL.IsEnabled(EnableCap.Light0))

GL.Disable(EnableCap.Light0);

else

GL.Enable(EnableCap.Light0);

}

if (e.Key == Key.Number1)

{

lightPositionX -= 10.0f;

if (lightPositionX < -180.0f)

lightPositionX = 180.0f;

}

else if (e.Key == Key.Number2)

{

lightPositionX += 10.0f;

if (lightPositionX > 180.0f)

lightPositionX = -180.0f;

}

if (e.Key == Key.M)

{

halfsphere.Precision += 1;

}

else if (e.Key == Key.N)

{

halfsphere.Precision -= 1;

}

if (e.Key == Key.Plus)

{

scaling -= 0.5f;

}

else if (e.Key == Key.Minus)

{

scaling += 0.5f;

}

if (e.Key == Key.Down)

{

xAngle += 10.0f;

if (xAngle > 360.0f)

xAngle = 0.0f;

}

else if (e.Key == Key.Up)

{

xAngle -= 10.0f;

if (xAngle < 0.0f)

xAngle = 360.0f;

}

else if (e.Key == Key.Right)

{

yAngle += 10.0f;

if (yAngle > 360.0f)

yAngle = 0.0f;

}

else if (e.Key == Key.Left)

{

yAngle -= 10.0f;

if (yAngle < 0.0f)

yAngle = 360.0f;

}

}

private void Window\_UpdateFrame(object sender, FrameEventArgs e)

{

window.Title = $"ЛР6 Квапель | Вариант-11 [{halfsphere.Precision}]";

float step = 0.05f;

if (t > 5 || t < -5)

tPhase = !tPhase;

if (tPhase)

t += step;

else

t -= step;

halfsphere.Animation((float)Math.Sin(t));

}

private void Window\_RenderFrame(object sender, FrameEventArgs e)

{

GL.LoadIdentity();

GL.Clear(ClearBufferMask.ColorBufferBit | ClearBufferMask.DepthBufferBit);

GL.Translate(0.0, 0.0, -scaling);

GL.Rotate(xAngle, 1.0, 0.0, 0.0);

GL.Rotate(yAngle, 0.0, 1.0, 0.0);

halfsphere.Draw();

halfsphere.LightConfigure(lightPositionX);

window.SwapBuffers();

}

}

}

Halfsphere.cs - класс полушария

using System;

using OpenTK.Graphics.OpenGL;

namespace kvapel\_lab6

{

public class HalfSphere

{

private float radius;

private int precision;

private float r;

private float g;

private float b;

public HalfSphere(float radius, int precision, float r, float g, float b)

{

this.radius = radius;

this.precision = precision;

this.r = r;

this.g = g;

this.b = b;

}

public float Radius

{

get { return radius; }

set

{

if (radius <= 0)

radius = 1;

else

radius = value;

}

}

public int Precision

{

get { return precision; }

set

{

if (value <= 2)

precision = 2;

else

precision = value;

}

}

public void Draw()

{

float endPhi = (float)Math.PI \* 2.0f;

float endTheta = (float)Math.PI \* 0.5f;

float dPhi = endPhi / precision;

float dTheta = endTheta / precision;

for (var pointPhi = 0; pointPhi < precision; pointPhi++)

{

for (var pointTheta = 0; pointTheta < precision; pointTheta++)

{

float phi = pointPhi \* dPhi;

float theta = pointTheta \* dTheta;

float phit = (pointPhi + 1 == precision) ? endPhi : (pointPhi + 1) \* dPhi;

float thetat = (pointTheta + 1 == precision) ? endTheta : (pointTheta + 1) \* dTheta;

float[] p0 = { radius \* (float)Math.Sin(theta) \* (float)Math.Cos(phi), radius \* (float)Math.Sin(theta) \* (float)Math.Sin(phi), radius \* (float)Math.Cos(theta) };

float[] p1 = { radius \* (float)Math.Sin(thetat) \* (float)Math.Cos(phi), radius \* (float)Math.Sin(thetat) \* (float)Math.Sin(phi), radius \* (float)Math.Cos(thetat) };

float[] p2 = { radius \* (float)Math.Sin(theta) \* (float)Math.Cos(phit), radius \* (float)Math.Sin(theta) \* (float)Math.Sin(phit), radius \* (float)Math.Cos(theta) };

float[] p3 = { radius \* (float)Math.Sin(thetat) \* (float)Math.Cos(phit), radius \* (float)Math.Sin(thetat) \* (float)Math.Sin(phit), radius \* (float)Math.Cos(thetat) };

GL.Begin(PrimitiveType.Triangles);

GL.Color3(r, g, b);

GL.Normal3(p0[0] / radius, p0[1] / radius, p0[2] / radius);

GL.Vertex3(p0[0], p0[1], p0[2]);

GL.Normal3(p2[0] / radius, p2[1] / radius, p2[2] / radius);

GL.Vertex3(p2[0], p2[1], p2[2]);

GL.Normal3(p1[0] / radius, p1[1] / radius, p1[2] / radius);

GL.Vertex3(p1[0], p1[1], p1[2]);

GL.Normal3(p3[0] / radius, p3[1] / radius, p3[2] / radius);

GL.Vertex3(p3[0], p3[1], p3[2]);

GL.Normal3(p1[0] / radius, p1[1] / radius, p1[2] / radius);

GL.Vertex3(p1[0], p1[1], p1[2]);

GL.Normal3(p2[0] / radius, p2[1] / radius, p2[2] / radius);

GL.Vertex3(p2[0], p2[1], p2[2]);

GL.Normal3(p0[0] / radius, p0[1] / radius, 0);

GL.Vertex3(p0[0], p0[1], 0);

GL.Normal3(p2[0] / radius, p2[1] / radius, 0);

GL.Vertex3(p2[0], p2[1], 0);

GL.Normal3(p1[0] / radius, p1[1] / radius, 0);

GL.Vertex3(p1[0], p1[1], 0);

GL.Normal3(p3[0] / radius, p3[1] / radius, 0);

GL.Vertex3(p3[0], p3[1], 0);

GL.Normal3(p1[0] / radius, p1[1] / radius, 0);

GL.Vertex3(p1[0], p1[1], 0);

GL.Normal3(p2[0] / radius, p2[1] / radius, 0);

GL.Vertex3(p2[0], p2[1], 0);

GL.End();

}

}

}

public void LightConfigure(float lpx)

{

float[] lightPosition = { lpx, 20, 80 };

float[] lightDiffuse = { r, g, b };

GL.Light(LightName.Light0, LightParameter.Position, lightPosition);

GL.Light(LightName.Light0, LightParameter.Diffuse, lightDiffuse);

GL.Light(LightName.Light0, LightParameter.Ambient, lightDiffuse);

}

public void Animation(float value)

{

float[] lightAmbient = { value, value, value };

GL.Light(LightName.Light0, LightParameter.Ambient, lightAmbient);

}

}

}

1. Выводы
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